Abstract. The article describes TLA+ access control model specification for computer systems, ensuring compliance with the mandatory integrity and confidentiality monitoring requirements with considering memory-based covert channels. The distinctive feature of the model is taking into account the characteristics of the lifecycle of electronic documents and their operating procedure. To specify the access control model, Lamport's Temporal Logic of Actions language was chosen (TLA+). Its notation seems to be the closest to generally accepted mathematical notation and its expressive capabilities and tools allow describing and verifying systems specified as finite automata. The following actions are defined in the model: create/delete a subject, read, write, append (blind write), create/delete an object, grant/remove access rights, include an object, exclude a nested object, approve an object (document), archive an object (document), cancel an approved object (document), copy an object (document). The following invariants are also defined: the type invariant (includes checking the compliance of all fields of the object, the compliance of the subject type, the uniqueness of the subject and object identifiers) and the safety invariant (includes checking the confidentiality and integrity labels of the interacting subjects and objects, the correctness of rights assignment procedures).
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1. Introduction

The problems of ensuring information security become more acute when information technologies are developing and penetrating in all spheres of life. The complexity and amount of software being developed and used are constantly increasing, which leads to the emergence of new threats and vulnerabilities.

It should be noted that some vulnerabilities are caused not by typical errors when programming, but by errors when designing software systems in general. Such defects are quite difficult to detect and to correct during the operation phase.
S "since" binary operator.

The basic relations between the operators can be represented as follows:

\[ \Diamond F = \neg \Box \neg F \]
\[ \Diamond F = (F \lor \neg F) \cup F \]
\[ \Diamond F = F \cup (F \lor \neg F) \]

Logical formulas in the proposed access control model are defined as follows (in the Backus-Naur form):

\[ \{ \phi \} \models \text{PredAction} \mid p(t_1, \ldots, t_n) \models \neg \phi \]
\[ | \phi \land \phi \lor \phi \rightarrow \phi | \forall x : \phi \]
\[ | \exists x : \phi | \Box \phi | \Diamond \phi | \phi \cup \phi \]
\[ | \Box \phi | \Diamond \phi | \Diamond \phi | \phi \cup \phi \]

where \text{PredAction} – actions, \( p \) – arity of a predicate \( n \), \( t_1, \ldots, t_n \) – terms, \( x \) – variable.

In general, the specification of the access control model in TLA+ is as follows

\[ \text{Spec} \triangleq \text{Init} \land \Box \text{Next}_{\text{vars}}, \]

where \text{Init} – initialization procedure of initial values of model variables, \text{Next} – action predicate that changes the state of the model and the values of variables, \( \text{vars} \) – variables of the model.

3.1 Definition of Model Variables

Variable values may change after the execution of action predicates:

\[ \text{VARIABLES } A, O, S, \]
\[ \text{vars} \triangleq \{ A, O, S \}. \]

where \( A \) – set of current (happened) access events, \( O \) – set of objects, \( S \) – set of subjects, \( \triangleq \) – "equal by definition" symbol.

3.2 Creating Data Types Describing Objects and Subjects of the Model

TLA+ does not have strong typing (only embedded types are checked by default); however, checking of invariants of types is an integral part of the specification, because the verification is performed by the ModelChecking method [25]. A number of values specified in the model are model for reducing the resource-intensiveness of the verification process, but they do not affect the generality and adequacy of the model as a whole.

Description of the type that specifies the objects:

\[ \text{Objects} \triangleq \{ \text{oid} : \text{ObjectIDs}, \text{meta} : \text{ObjectMeta}, \text{body} : \text{ObjectBody}, \]
\[ \text{owner} : \text{SubjectIDs}, \text{grantm} : \text{GrantedRights}, \]
\[ \text{grantb} : \text{GrantedRights}, \text{incl} : \text{ObjectIDs}, \]
\[ \text{st} : \text{ObjectStates} \}. \]

Sets of identifiers of subjects and objects (model values):

\[ \text{SubjectIDs} \triangleq 0 \ldots 5, \]
\[ \text{ObjectIDs} \triangleq 0 \ldots 5. \]

Sets of labels for the levels of confidentiality, integrity, and categories (model values):

\[ \text{ConfidLevels} \triangleq 0 \ldots 1, \]
\[ \text{IntegrLevels} \triangleq 0 \ldots 1, \]
\[ \text{Categories} \triangleq \{ \text{"c1"}, \text{"c2"}, \text{"c3"} \}. \]

Set of object states ("work", "approved", "archived", "cancelled"):

\[ \text{ObjectStates} \triangleq \{ \text{"work"}, \text{"approved"}, \text{"archived"}, \text{"cancelled"} \}. \]

Set of types of access and tuple of rights assignment

\[ \text{Rights} \triangleq \{ \text{"read"}, \text{"write"} \}, \]
\[ \text{GrantedRights} \triangleq \{ \text{sid} : \text{SubjectIDs}, \text{r} : \text{Rights} \}. \]

For electronic documents in electronic document management systems, there is the separation of rights of access to meta information and the content of a document [26]. This opportunity was also taken into account in the developed model:

\[ \text{ObjectParts} \triangleq \{ \text{"meta"}, \text{"body"} \}, \]
\[ \text{ObjectMeta} \triangleq \{ \text{cnfl} : \text{ConfidLevels}, \text{intl} : \text{IntegrLevels} \}, \]
\[ \text{ObjectBody} \triangleq \{ \text{cnfl} : \text{ConfidLevels}, \text{intl} : \text{IntegrLevels} \}. \]

Auxiliary operators and functions were also identified for the selection: child element of an object (\( \text{sc(o)} \)), set of child elements of an object (\( \text{scs(o)} \)), set of copies of an object (\( \text{scp(o)} \)), set of child objects of a subject (\( \text{sw}(s) \)) and update the owner of a subject (\( \text{UpdateOwner}(sh, sp) \)).
3.3 Initialization of Initial Values

The set of current access events is empty at the initialization stage. The set objects can also be empty at this stage. However, the set of subjects in this case must contain at least one subject. For example, the values of the sets of subjects and objects are initialized with model values:

\[
\begin{align*}
\text{s0} &\triangleq [\text{sid} \mapsto 0, \text{cnfl} \mapsto 1, \text{intl} \mapsto 1], \\
\text{cat} &\mapsto \{"c1","c2"\}, \text{owner} \mapsto 0, \\
\text{s1} &\triangleq [\text{sid} \mapsto 1, \text{cnfl} \mapsto 1, \text{intl} \mapsto 0], \\
\text{cat} &\mapsto \{"c2","c3"\}, \text{owner} \mapsto 1, \\
\text{o0} &\triangleq [\text{oid} \mapsto 0, \\
\text{meta} &\mapsto [\text{cnfl} \mapsto 0, \text{intl} \mapsto 0], \\
\text{body} &\mapsto [\text{cnfl} \mapsto 0, \text{intl} \mapsto 0], \\
\text{cat} &\mapsto \{"c1","c2"\}, \\
\text{owner} &\mapsto 1, \\
\text{grantm} &\mapsto \{0,"write"\}, \{0,"read"\}, \\
\text{grantb} &\mapsto \{0,"read"\}, \\
\text{incl} &\mapsto \{\}, \\
\text{copy} &\mapsto \{\}, \\
\text{st} &\mapsto "work", \\
\text{Init} &\triangleq \wedge \text{A} = \{\} \\
\wedge \text{S} = \{\text{s0}, \text{s1}\} \\
\wedge \text{O} = \{\text{o0}\},
\end{align*}
\]

where \text{sid} – object identifier, \text{meta} – object meta information, \text{body} – object content, \text{cnfl} – level of confidentiality, \text{intl} – level of integrity, \text{cat} – category, \text{st} – object state, \text{owner} – owner, \text{incl} – set of included documents, \text{grantm} – access rights assigned to meta information, \text{grantb} – access rights assigned to the content of an object, \text{sid} – subject identifier.

The model provides actions to create and delete subjects and objects; therefore, the values presented in (2) only allow modeling possible states and finding errors faster.

3.4 Predicates of Actions

The following possible actions are specified in the model:

\[
\begin{align*}
\text{Next} &\triangleq \lor \text{CreateSubjectD} \lor \text{DeleteSubjectD} \\
\lor \text{ReadD} &\lor \text{CreateObjectD} \\
\lor \text{WriteD} &\lor \text{AppendWD} \\
\lor \text{DeleteObjectD} &\lor \text{GrantRightsD} \\
\lor \text{RemoveRightsD} &\lor \text{IncludeObjectD} \\
\lor \text{ExludeObjectD} &\lor \text{ApproveObjectD} \\
\lor \text{ArchiveObjectD} &\lor \text{CancelObjectD} \\
\lor \text{CopyObjectD},
\end{align*}
\]

where \text{CreateSubjectD} – create a subject, \text{DeleteSubjectD} – delete a subject, \text{ReadD} – read, \text{WriteD} – write, \text{AppendWD} – write at the end ("blind" writing), \text{CreateObjectD} – create an object, \text{DeleteObjectD} – delete an object, \text{GrantRightsD} – assign access rights, \text{RemoveRightsD} – remove access rights, \text{IncludeObjectD} – include an object to an object, \text{ExludeObjectD} – exclude an included object, \text{ApproveObjectD} – approve an object (document), \text{ArchiveObjectD} – archive an object (document), \text{CancelObjectD} – cancel the action of an approved object (document), \text{CopyObjectD} – copy an object (document).

Taking the example of the action presented in (3), one can consider the order in which the necessary pre-conditions and post-conditions are specified. Pre-conditions are predicates, the execution of which is necessary to ensure the safety of an action. Post-conditions determine how model variables may be changed according to the results of an action.

The \text{Read(s,o,r,op)} action is performed by \text{s} (subject) in relation to \text{o} (object) with the \text{r} = "read" right and the specific component of the meta information document (\text{op} = "meta") or its content (\text{op} = "body"). The action in the model defines the following post-conditions: the current access to the set of access events is added (\text{A} = \text{A} \cup \{\text{ssid}, \text{oid}, \text{r}, \text{op}\} ) and sets of subjects and objects remain as unchanged (UNCHANGED(S,O)).
The ReadD action imposes requirements to account all possible states of the model 
\( (\exists r \in R : \exists s \in S : \exists o \in O : \forall op \in ObjectParts ) \) and to verify the necessary safety 
predicates of the execution of the action (pre-conditions).

\[ \text{ReadD} \triangleq \exists r \in \text{Rights} : \]
\[ \exists s \in S : \]
\[ \exists o \in O : \]
\[ \forall op \in \text{ObjectParts} : \]
\[ r = "read" \]
\[ o.cat \subseteq s.cat \]
\[ \forall \forall op = "meta" \]
\[ s.cnfl \geq o.meta.cnfl \]
\[ \forall \{s.sid, r\} \subseteq o.grantm \]
\[ o.owner = s.sid \]
\[ \forall \forall op = "body" \]
\[ s.cnfl \geq o.body.cnfl \]
\[ \forall \{s.sid, r\} \subseteq o.grantb \]
\[ o.owner = s.sid \]
\[ \forall (s, o, r, op) \]

Important ones are checks of confidentiality labels (\( s.cnfl \geq o.meta.cnfl \) and \( s.cnfl \geq o.body.cnfl \)), as well as checks of categories as a part of mandatory confidentiality monitoring (\( o.cat \subseteq s.cat \)). It then checks the condition if \( s \) (subject) has the \( r \) access right to \( o \) (object) depending on \( op \) (\( \langle s.sid, r\rangle \subseteq o.grantm \) or \( \langle s.sid, r\rangle \subseteq o.grantb \)).

It is also possible that the subject \( s \) is the owner of the object \( o \); in this case, the requirement to have a right in the set of access rights to the object is not imposed; the owner has full rights (\( o.owner = s.sid \)).

Consider also the action to create a copy of the CopyObjectD object in (4).

\[ \text{CopyObject}(s, o, id) \triangleq O' = O \cup \{\langle o.id \mapsto id, \}
\]
\[ \text{meta} \mapsto \{\text{cnfl} \mapsto o.meta.cnfl, \}
\[ \text{intl} \mapsto o.meta.intl, \]
\[ \text{body} \mapsto \{\text{cnfl} \mapsto o.body.cnfl, \}
\[ \text{intl} \mapsto o.body.intl, \]
\[ \text{owner} \mapsto s.sid, \]
\[ \text{grantm} \mapsto o.grantm, \]
\[ \text{grantb} \mapsto o.grantb, \]
\[ \text{cat} \mapsto o.cat, \]
\[ \text{incl} \mapsto o.incl, \]
\[ \text{st} \mapsto "approved", \]
\[ \text{copy} \mapsto \{o.id\} \}
\[ A' = A \cup \{\langle s.sid, o.id, "copy", id\rangle \}
\[ \land \text{UNCHANGED}(S) \]

\[ \text{CopyObject} \triangleq \]
\[ \exists s \in S : \]
\[ \forall o \neq \{\}
\[ \exists o \in O : \land o.owner = s.sid \]
\[ \land o.incl = \{\}
\[ \land o.st = "approved" \]
\[ \land s.cat \subseteq o.cat \]
\[ \land s.cnfl = o.meta.cnfl \]
\[ \land s.intl \geq o.meta.intl \]
\[ \land s.cnfl = o.body.cnfl \]
\[ \land s.intl \geq o.body.intl \]
\[ \land \text{Cardinality}(scp(o)) < 2 \]
\[ \exists id \in \text{ObjectIDs} : \]
\[ \land \forall oo \in O : \]
\[ \land id \neq oo.id \]
\[ \land \text{CopyObject}(s, o, id) \]
The `CopyObject(s, o, id)` is performed by `s` (subject) in relation to `o` (object). As a parameter, the identifier is also passed for the object being created, the selection of which is carried out taking into account the requirement for the unique identifiers of all objects (`\exists id \in ObjectIDs : \forall oo \in O : id \neq oo.oid`). In this action, a new object is added to a set of objects possessing the attributes of the `o` original object with the exception of the `copy` field, in which it is indicated which object is a copy of this object. It also adds the current access to the set of access events and indicates that the set of subjects does not change when performing this action.

The `CopyObjectD` imposes requirements to account all possible states of the model (`\exists s \in S : o \neq \{\} \land \exists o \in O`) and to check the necessary pre-conditions:

- the subject is the owner of the object (`o.owner = s.sid`);
- the object has no included objects (`o.incl = \{\}`);
- the object is in an "approved" state (`o.st = \"approved\"`);
- subject categories are a subset of object categories (`s.cat \subseteq o.cat`);
- the privacy level of the subject is equal to the privacy level of the object (`s.cnfl = o.meta.cnfl \land s.cnfl = o.body.cnfl`);
- the level of integrity of the subject is greater than or equal to the level of integrity of the object (`s.intl \geq o.meta.intl \land s.intl \geq o.body.intl`);
- the number of copies of the object does not exceed the specified value (`Cardinality scp(o) < 2`);
- the created object must have a unique identifier.

### 3.5 Model invariants

In addition to specifying the pre- and post-conditions in the model, it is possible to set invariants for global properties, which are mandatory for all states of the model. The basic and generally accepted invariant is an invariant of types in (5).

It verifies that all fields match all objects and also checks the conformity of the type of all subjects, as well as it checks the uniqueness of all identifiers of subjects and objects.

```
ObjTypeInv \triangleq \\
\land \forall o \in O : o.oid \in ObjectIDs \\
\land o.meta \in ObjectMeta \\
\land o.body \in ObjectBody \\
\land o.owner \in SubjectIDs \\
\land \{o.incl\} \subseteq SUBSET ObjectIDs \\
\land \{o.copy\} \subseteq SUBSET ObjectIDs \\
\land o.st \in ObjectStates \\
\land o.cat \subseteq SUBSET Categories \\
```

```
TypeInv \triangleq S \subseteq Subjects \\
\land ObjTypeInv \\
\land \forall sn \in S : IF \exists sm \in S : sm \neq sn \\
\land sn.sid = sm.sid \\
THEN FALSE \\
ELSE TRUE \\
\land \forall on \in O : IF \exists om \in O : om \neq on \\
\land on.oid = om.oid \\
THEN FALSE \\
ELSE TRUE 
```
The number of included objects does not exceed the specified value (Cardinality(scs(o)) ≤ 1);

- the number of copies of the object does not exceed the specified value (Cardinality(sep(o)) ≤ 2);

- if the subject is the owner of the object, the rights for it are not assigned, because the subject has full rights (¬o.grantm ⊆ (s.sid × Rights) ∧ ¬o.grantb ⊆ (s.sid × Rights));

- if the object is in the "archived" or "canceled" state, then it is forbidden to assign the right to "record" to any of the subjects (o.grantm ∩ (SubjectIDs × {"write"}) ≠ {} ∨ o.grantb ∩ (SubjectIDs × {"write"}) ≠ {}).

The execution of invariants for all states of the model provides the proof of the following theorem (7) regarding the specification of the model (1) and the invariants (5), (6):

\[ \text{Theorem. Spec} \Rightarrow \Box(\text{TypeInv} \land \text{Safety}) \]  

(7)

### 3.6 Model verification

The significant limitation of the approach to the verification based on the ModelChecking method is the need to check all possible model states. That is, if one specifies any conditions for countable sets, for example, \( sid \in \mathbb{Nat} \) or \( oid \in \mathbb{Nat} \), the verification process does not end, because the number of model states will also be countable. Therefore, in the specification, model values were used to reduce the time required for model verification.

The verification of the developed model was performed using the TLC2 tool version 2.13 [27]. Thus, the time spent on verification was about 2835 minutes (more than 47 hours) on the server with the Ubuntu 16.04 operating system, Intel Xeon E5-2620 v2 24 cores 2.10 GHz and 32 GB of RAM. 16,284,800,554 states were verified with the average system performance of 5,743,616 states per minute.

### 4. Conclusion

The developed model can be used to set policies for controlling access to computer system resources, where information of various confidentiality categories, as well as various levels of confidentiality and integrity, circulates. The TLA+ language notation used in the model has sufficient flexibility and expressive capabilities for solving a wide range of modeling problems in computer security. We should note that the requirements for the absence of covert timing channels in this model were not taken into account; that is the direction for further research.
Козачок А.В. Спецификация модели управления доступом на языке темпоральной логики действий Лэмпорта.
Труды ИСП РАН, том 39, вып. 5, 2018 г., стр. 147-162

References


объектов, также проверку соответствия типу субъектов и проверку уникальности идентификаторов субъектов и объектов) и проверки безопасности (включает в себя проверку конфиденциальности и целостности взаимодействующих субъектов и объектов, а также корректность процедуры назначения прав доступа).

**Ключевые слова:** модели безопасности, компьютерные системы, верификация, моделирование, темпоральная логика, политика безопасности, управление доступом.

DOI: 10.15514/ISPRAS-2018-30(5)-9

**Список литературы**

2. Девянин П.Н. Реализация невырожденных решеток уровней целостности в рамках иерархического представления МРОСЛ ДП-модели. ПДМ. Приложение, № 10, 2017 г., стр. 111-114. DOI: 10.17223/2226308X/10/44.
3. Девянин П.Н. Администрирование системы в рамках мандатной сущностно-ролевой ДП-модели управления доступом и информационными потоками в ОС семейства Linux. ПДМ. Приложение, № 4, 2013 г., стр. 22-40.
4. Девянин П.Н. Необходимые условия нарушения безопасности информационных потоков по времени в рамках МРОСЛ ДП-модели. ПДМ. Приложение, № 8, 2015 г., стр. 81-83. DOI: 10.17223/2226308X/8/30.

18. Девянин П. Н. Условия безопасности информационных потоков по памяти в рамках МРОСЛ ДП-модели. ПДМ. Приложение, № 7, 2014 г., стр. 82-85.