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1 Introduction 

Model Based testing (MBT) is a rapidly developing domain of software engineering. 
One of the reasons for such rapid development is the fact that MBT is at the intersec-
tion of various other domains of software engineering. In particular, those domains 
include methods for defining, formalization and modeling of requirements, methods 
for analysis of both formal specification and formal models as well as the software 
code, methods for abstraction level control, model transformation and many other 
software engineering domains. It provides MBT with the ability to quickly adopt the 
recent achievements proved to be useful in joint domains, in particular, in methods of 
static analysis and mixed static/dynamic analysis. However, there is no market-ready 
well-established MBT tool that could be recommended for use in wide range of soft-
ware development and testing projects. To further develop MBT, we should first ana-
lyze the experience gained in the last 15-20 years in this domain. This should help to 
identify some common problems and focus on their solutions. In this paper, we briefly 
describe the stages of UniTESK (Unified TEsting & Specification toolKit) develop-
ment – one of the first MBT tools targeted at testing of wide class of software sys-
tems. In the course of the paper, we highlight both positive and negative lessons 
learned during development and using UniTESK tools. The paper has a subtitle – 
industrial paper. It means that here we don’t reveal any new solutions and don’t set 
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any new scientific problems. We analyze the experience and try to learn lessons that 
would be useful to researchers working in this domain. 

The UniTESK technology [1, 2] was initially developed on the basis of the experi-
ence gained in the project on the creation of the automated testing KVEST [3] system, 
which was developed for testing of the real-time operating system kernel. The work 
started in 1994 when the term Model Based Testing did not exist. This term appeared 
at the edge of the 21st century. Currently, MBT is rapidly developed. There are many 
enthusiasts of this approach and many interpretations of the term itself. To properly 
position UniTESK in the wide spectrum of MBT solutions, we should first clarify the 
meaning of MBT within the UniTESK framework. 

The following definition is currently given in Wikipedia: “Model-based testing is 
application of Model based design for designing and optionally also executing arti-
facts to perform software testing. Models can be used to represent the desired behav-
ior of a System Under Test (SUT), or to represent testing strategies and a test envi-
ronment”. 

This definition includes almost all known interpretations of this term. However, 
most researchers and practitioners mean more specific approaches and testing tech-
niques by MBT. The first main dividing line is the choice of the modeled object: 
some model the behavior of the target system (SUT), others model the environment of 
the target system, in particular, the test itself or the testing system, which, of course, 
are external to the target system. In UniTESK, the model specifies the system behav-
ior. There are also various types of MBT in this approach, which differ in the way of 
the behavior description. About the first type Jan Paleska [4] says: “the behavior of 
the system under test (SUT) is specified by a model elaborated in the same style as a 
model serving for development purposes”. Such specifications or models are called 
executable. The role of the executable model can be played either by prototype im-
plementation algorithm or by some model which explicitly contains the notion of 
calculation/execution, for example, finite-state machine, Petri net, ASM [5], etc. Ex-
amples of other types of MBT, i.e. “nonexecutable”, are algebraic specifications, 
software contracts in the form of pre- and post-conditions of functions. Each of the 
model types has its own advantages and drawbacks when testing different SUTs. Be-
sides, when generating tests, not only test data and the sequence of calls of the tested 
functions should be generated. Also required are the “artifacts” mentioned in the 
Wikipedia definition, for example, test oracles – the components of the test suite that 
automatically evaluate the results of the SUT execution whether they meet the re-
quirements or not. Executable models often do not allow test oracle creation, but they 
are very good for generation of test sequences. Software contracts simplify generation 
of test oracles, but they do not allow effective generation of test sequences. In other 
words, several types of models required for generation of effective test suites. Back to 
UniTESK, we can say that the main model type in it is the software contract in the 
form of pre- and post-conditions of the functions. In addition, online construction of 
finite-state machine is used in UniTESK making possible the generation of rather 
non-trivial test sequences. 

UniTESK is a technology that can be implemented on various software platforms 
and, therefore, can be used for testing of API in various programming languages. 
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Currently, the most actively used implementations of UniTESK are for C, C++, Java, 
Python. The corresponding tools are: CTESK, C++TESK, JavaTESK, and 
PyTESK [6]. 

UniTESK is an academic product developed in ISPRAS. The UniTESK tools are 
available under the free license. Experience of industrial application of UniTESK is 
fused into the tools. Some test suites developed with UniTESK are included in official 
test suites for certification of industrial software. For example, the OLVER test 
suite [7] is one of the biggest MBT test suites in the world and yields to the only test 
suite developed within the framework of the Microsoft Interoperability Initiative [8]. 

2 UniTESK Usage Review 

Let’s consider the most interesting examples of UniTESK application and experience 
gained in them. 

The first application of UniTESK was in the project supported by Microsoft Re-
search on development of the MBT test suite for IPv6 implementation [9]. The project 
started in 2000. At that time UniTESK was at the beginning of its development, so a 
simplified (light) implementation of API testing in C was used – CTESK-light. In 
spite of the tool instability, it allowed creation of the effective test suite that detected 
defects, which were not detected by other test suites. It was the first experience of 
using contract specifications for telecommunication protocol testing. It was demon-
strated that contract specifications in combination with the technique of testing sys-
tems with asynchronous interfaces developed within UniTESK [10, 11] allow creating 
effective tests (they detected more defects, consumed less space and required less 
effort for development and maintenance than tests developed with traditional tech-
nologies). However, the experience of protocols testing showed that besides the post-
conditions of the functions in the form of predicates it is useful to have executable 
models when testing protocols. 

One of the first experiences of using UniTESK implementation for testing Java 
API [12] was the project on testing of Java run-time infrastructure developed as an 
alternative to the popular Java-platforms. The development of the models and the tests 
was not a problem since the interfaces were well documented. In addition to Java 
interfaces, the target system contained also the interfaces in C++, but they also were 
not a big problem since UniTESK architecture provides the layer of mediators-
adapters. The problems revealed when the actual testing started. MBT test suite with 
online test generation is a fairly complicated program that has strong requirements to 
the execution platform. In this case, the SUT itself was the execution platform which 
still was not stable at that time. As a result, the test suite indicated the presence of 
defects “everywhere”, which, in turn, was of no help to the developers. 

The significant application of UniTESK on Java platform (JavaTESK) is the pro-
ject on testing of infrastructure of the distributed information system of one of Rus-
sian major mobile telephony provider. This project is still in progress. The possibility 
of formal and rigorous specification of the components interfaces became the main 
advantage of UniTESK for the customer in comparison with the other tools for func-
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tional testing. Hundreds of components were formally specified and tested with 
UniTESK. By the end of the first year of using UniTESK the positive effect appeared 
in shorter time of integration of new versions of the distributed system. However, a 
serious problem revealed. In the previous UniTESK applications the requirements to 
most interfaces were defined by standards and other well-developed documents. But 
here the level of components documentation often appeared to be insufficient for 
creation of consistent specifications. Recovery of documentation or requirements to 
interfaces in the systems of such size becomes almost unsolvable task, which often 
makes it impossible to use MBT in corpore. Possible solution of this problem will be 
briefly discussed in Conclusion. 

The largest example of UniTESK application is the OLVER (Open Linux VERifi-
cation) project [7] fulfilled in 2005-2007 under support of the Russian Ministry of 
Education and Science. The goal of the project was to create formal specifications of 
interfaces defined in the Linux Standard Base (LSB) standard or in LSB Core – the 
central part of this standard, to be more exact. The LSB Core includes the most im-
portant libraries of OS Linux which implement most of the POSIX standard. The 
rigorous description of the LSB standard and the test suite capable of a high-quality 
checking of conformance of any Linux library implementation to the requirements of 
the standard is a very powerful tool for providing portability of OS Linux applications 
from one Linux distribution to another. The portability problem is very critical in the 
Linux ecosystem, since several hundreds of very different distributions are available. 
The project results are open [7]. The contract specifications of more than 1500 inter-
faces in C were created. Naturally, the CTESK tool was used for modeling and test 
generation. In this project, the problems in the standards were also revealed: in LSB 
(ISO/IEC 23360) and in The Single UNIX Specification containing the POSIX.1 
standard (aka IEEE Std 1003.1, aka ISO/IEC 9945, aka The Open Group Base Speci-
fications Issue 6) as its significant part. The developed test suite is included into the 
package of the certification tests of the international consortium The Linux Founda-
tion [13]. 

The experience of interface formalization for a large industrial standard and test 
suite development for such standard gave many lessons to learn. One of such lessons 
is importance of informational and methodological organization of such project. The 
amount of documentation and sources, especially with respect to multiple versions 
and variants for different hardware platforms, is huge. Besides, the development of 
the standard and development of interface implementations involve thousands of peo-
ple around the world. It means that the documentation maintenance and availability is 
one of the most important concerns of the projects of such scale. On the organiza-
tional and methodical side, we faced the fact that the training of new employees and 
the specification and tests quality control require a lot of effort, and the quick 
achievement of the required professional level is still impossible. In other words, the 
scalability of the MBT projects in the part of increasing the number of specification 
and verification experts is one of the most complicated problems preventing MBT 
from wide introduction. 

One of the methodical problems is the choice of the abstraction level for the model. 
More abstract models or models separated into two-three layers of different abstrac-
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tion levels simplify the reuse of the models and tests yielding, however, the bigger 
and more complex test system. In the long term, it’s better to have multilayer models, 
while in the short term the models close to implementation in the detail level (of 
course, if the implementation already exists) are more appropriate. A professional and 
experienced verification expert can find the balance between the abstract description 
of the behavior, for example, of a file system and specifics and details of the interface 
of its particular implementation. UniTESK provides special support for the separation 
of abstraction levels. In particular, the specifics of interfaces can be encapsulated in 
the mediator-adapter layer. The choice of the balance is determined by the long-tem 
plans on using and improvement of the models and the test suite. So, the work of such 
kind requires a broad experience and long-term planning skills, which can hardly be 
expected from ordinary test engineers. 

The results of the OLVER project were used later on in the development of the test 
suite for the Russian real-time operating system OS2000/3000 [14]. This system pro-
vides two groups of interfaces. The first group meets the requirements of the POSIX 
standard, the second one – the requirements of the ARINC-653 international standard 
for the embedded and other safety critical systems. The definition of the adapter layer 
separating model and implementation representations of the interfaces provided by 
the UniTESK architecture significantly simplified the OLVER reuse in this project. 

Along with the start of the OLVER project, the work on the UniTESK application 
to testing of microprocessor designs [15] has been started. Hardware units being parts 
of Russian microprocessors with the MIPS architecture and microprocessors with 
VLIM/EPIC elements became the systems under test in this case. The size of typical 
units in such microprocessors is several millions of gates. The tools required no sig-
nificant modifications for specification and test generation since CTESK was used as 
the basis. Technically, binding CTESK to corresponding API of microprocessor 
model simulator is not a problem, because most simulators that work with modeling 
languages for microprocessors logic (HLD – High Level Design languages), for ex-
ample, VHDL or Verilog, provide suitable interface to C programs. Pre-conditions 
semantics in contract specifications had to be slightly modified. They now describe 
not just the domain of input data, but rather the operation execution readiness condi-
tions in the given time frame. The same as in the case of protocols modeling, the use 
of explicit models of the target device behavior (functionality) along with the post-
conditions in the form of predicates appeared to be necessary. 

Similar to the projects on verification of software systems, one of the main prob-
lems preventing MBT from introduction into practice (as well as many other verifica-
tion methods) is the lack of documentation and other descriptions of functional re-
quirements to components. However, the situation in microprocessors development is 
slightly better than in the case of software development, because in this case it is cus-
tomary to build system and architectural models of instruction set semantics along 
with the HLD models. Elements of these architectural models can be used to fill the 
gap in the knowledge on behavior of some microprocessor design units [16]. It ap-
pears also relatively simple to implement parallel test execution on clusters. Typical 
size of the finite-state machine generated during test execution for one microprocessor 
unit is millions of nodes and dozens of millions of transitions. The algorithm of FSM 
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generation and exploration on clusters with up to 200 nodes appeared to require just 
10-15% overhead, i.e. scalability coefficient is close to 1. 

It is important to mention the verification tasks that, on the one hand, could not be 
reduced to modeling with contract specifications, and, on the other hand, pushed for-
ward the development of new MBT methods. In the first place, the task of compiler 
testing should be mentioned, as well as the task of testing microprocessor as a whole, 
the so-called “core testing”. The both cases are the tasks of system testing, where test 
data and test stimuli are submitted to a big “black box” (in our case, these are test 
programs submitted to the compiler or loaded into memory of the microprocessor 
simulator), and it is interesting to test not just everything, but some specific behavior 
modes or specific group of units. In the case of compiler testing, the OTK tool has 
been developed that was used for testing of optimizing Intel compilers and Simulink 
[17, 18]. It allows targeting on specific kinds of optimizations. In the case of micro-
processor design verification, the MicroTESK tool [19, 20, 21] was developed. The 
main goal of this tool is checking of various situations appearing in the most compli-
cated subsystems of memory control: TLB, cache and Memory Management Unit 
(MMU) as a whole. 

3 Conclusions and Further Work 

Let’s start with positive conclusions. 

3.1 Positive Conclusions on Modern State of Using MBT 

 The world experience is confirmed [22], MBT can be effectively used in industrial 
projects, and in comparison with the traditional testing MBT gives a unique advan-
tage – many defects can be found in requirements, which are often much more ex-
pensive than the defects in implementation 

 The achievable level of test coverage is significantly higher than the traditional one 
(even in comparison with the “white box” testing). Thus, in the case of using OTK 
for testing GCC compiler, the achieved test coverage was 95%, and in the case of 
the Intel compiler this level was 75% that was significantly higher than the level 
achieved by traditional tests [18]. 

 Although the multi-level structure of specifications (several levels of abstraction) is 
seldom used in practice, the explicit separation of adapters layer simplifies tests 
porting and maintenance and, vise versa, the lack of the corresponding level of ad-
aptation makes test suite development significantly more complicated, which was 
demonstrated in the Microsoft Interoperability Initiative program [23] 

 Online generation of test sequences with the FSM exploration method can be effi-
ciently parallelized and allows using computational resources of clusters with just 
10-15% overhead, at least in the case of microprocessor models testing 

 The demand of MBT in the safety critical area increases. This tendency can be 
found in standards defining requirements to development processes for safety criti-
cal systems, for example, in DO178C [24] and in Common Criteria [25]. 
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3.2 Negative Aspects of the Modern State in the MBT Area 

 The main obstacle preventing MBT from wide introduction into practice is the 
absence of specifications/models in casual software development. That is, the lack 
of specifications is often not only the consequence of insufficient attention to 
specification development or the consequence of short resources. The main reason 
is often the lack of qualified specialists who are experts in the knowledge domain 
and at the same time can create specification/model necessary for test generation. 

 If MBT is used in projects that do not involve MDD (Model Driven Development) 
approach, then the model development delays the appearance of first tests – this 
does not allow obtain tests early in the development. If MBT is used within MDD, 
then the problems still remain, because different models required for development 
and for testing, in particular, for generation of different artifacts of the test suite. It 
is often considered as unacceptable additional cost, while with proper planning 
many components of the development models can be reused during test generation 
as demonstrated, for example, in M. M. Chupilko paper [16]. 

 Bilingual test generation systems like UniTESK and first versions of SpecEx-
plorer [26], specification notations even close to conventional programming lan-
guages, for example, JML [27] make deployment of such systems difficult. Bilin-
gual notations require special training of the staff and need permanent and expen-
sive maintenance. Still note that the modern object-oriented languages already have 
advanced means for writing specifications just in the same language [26-31]. 

3.3 Directions of Further Works 

 A variety of modeling paradigms should be used in various project contexts, in 
particular, contract specifications, various types of executable models, for example, 
finite-state machines, Kripke structures, etc. [32]. It is not obvious that the trans-
formation of models from one paradigm into another one will bring real benefit. 
Each of the model kinds is suitable for analysis of specific aspects of the system 
behavior, so we should not expect that, for example, a functional model will facili-
tate estimation of the execution time and memory required. However, obtaining 
some skeleton or a prototype of the model of one kind on the basis of another kind 
is quite possible. 

 The development of various tools for modeling and specification description for 
the MBT purposes is required. In spite of the progress in the area of technologies 
for development of Domain Specific Languages (DSL), practically, the systems 
based on universal languages benefit from the large number of programmers know-
ing such languages. The same can be also said about monolingual systems – they 
overtake multilingual ones. 

 Modern achievements in the area of static and hybrid static-dynamic analysis allow 
integration of these techniques into the MBT systems, at that, the mod-
els/specifications as well as software implementations should be the subject of this 
analysis. 
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 To overcome the problems with the extreme lack of specifications in real practice, 
tools for work with requirements and models (see, for example, [33]), in particular, 
with system models [34, 35] should be developed and deployed. For multicompo-
nent systems, MBT tools should be integrated with the tools for architecture and 
process mining. 
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